Abstract—The better our requirements engineering process is, the higher is the quality of the systems we build. But, environments and requirements change, and, by time, we also do know more about the systems that we are going to create or that we have to maintain. In all, this means that our specifications and documents, including the software code, are usually not just written once.

This talk sheds light onto the topic whether it is not just a burden to invest a lot of effort into re-design activities and refactoring of code, but also a necessity to constantly modify and extend our documents. Additionally, by extending the versioned stage model of software evolution, it demonstrates that there is a lot of benefit when re-design and refactoring tasks are combined with suitable measurement systems.

I. MOTIVATION

Today’s systems become more and more software-intensive which typically means that software is the major component that provides the needed functionality. With that, quality considerations gain in importance, too, and the examination of other disciplines lets us now start with an analogy and a question. Would you cross a bridge when there is a sign saying “Enter at your own risk”? I assume not. The bad news is that the situation is quite comparable to a lot of software systems around. Our standard software comes with license agreements stating that the author(s) of the software is (are) not responsible for any damage it might cause, and the same holds for a lot of our hardware drivers and many other applications around. Basically, we use them at our own risk.

The issue of quality (in all it’s facets) implies a rigorous requirements engineering process, with formal methods adding additional value to the development process. The use of formal specifications enables refinement steps, and the additional documents bring in the advantages of assurance and reliable documentation, too. Though there are a lot of myths around [1], formal methods can be used in practice as companies using a formal software development process demonstrate [2]. Formal modeling is also not as inflexible as one might believe. Changing requirements and a growing demand in software involve more flexible processes and it is good to see that a combination of formal methods and the world of agile software development is possible [3]. It enables the necessary shorter development cycles, but, and this is the key issue, it also means to start thinking about evolution right from the beginning.

II. BACK TO THE ROOTS

Let us again start with the analogy above: Why does one cross a bridge even without bothering about its safety? The answer is simple: normally, one trusts in the original design, the statics, the teams that built it and the officials that did the final checks. The trust stays the same when the bridge is going to be renovated, when the design changes and when some bridge railings are broken down (or new ones are erected). One naturally assumes that the old plans have been investigated, all dependencies and side-effects have been considered, and that structural engineers finally took a look at it.

With this we arrive at the crucial point: from an engineering perspective the same situation holds (or should hold) for our software systems, too. There is an overall design, there are teams that build and modify it and there are teams that test it before being sold. We trust in their professionalism.

Changing environments or new demands (requirements) lead to a change in the software – the software is undergoing a "renovation" process, called software evolution. In the year 2000, Bennet and Rajlich [4] introduced a staged model to describe this process in more details (see Fig. 1). Starting with the initial development and the first running version of the software, evolutionary changes happen, leading to servicing phases and then, finally, to the phase-out and close-down versions of the software. In their article, the authors also point out the importance of software change for both, the evolution and servicing phases. In fact, effort is necessary at every step of the phase to keep up with the quality standards and for keeping alive our trust in it.

Taking a third time a closer look at our analogy of building/reconstructing a bridge, it can be observed that there is a chain (or network) of trust and dependencies. The pedestrian on the bridge counts on the construction company, they by themselves trust in the quality of the building materials they use, and the team that builds the bridge trusts in the architects (just to mention some of the links). And, there are clear relations between construction elements (pillars, bolts) in real life and the design documents, from structural analysis documents to materials control. Moreover, only with a rigorous measurement methodology at hand, and by looking at the elements and their dependencies, trust can be achieved at all stages of development and construction.

When our (evolving) software is undergoing changes, then there is a similar chain of trust and dependencies. This is
The goal of the evolution phase is to adapt the software to ever changing user requirements or changes in the operating environment. When substantial changes are not possible anymore (at least not without damages to the system), then the servicing phase starts. Only small tactical changes are applied. When no more servicing is done, then the phase-out starts. Finally, with the close-down phase, the users are directed towards a new version.

III. An Extended Model of Evolution

Writing down requirements in a keen way is necessary, and the use of formality is not new to our community. In their article Black et al. point out that formal methods have already been used by Ada Lovelace’s and Charles Babbage’s work on the analytical engine when they verified the formulas [3]. Since then several success stories of the use of formal methods have been published [5], [6], [2], [7], [8]. However, traditional formal design is commonly seen as something that is just happening at the beginning, and most of us are tempted to think about the development of just one formal model. This viewpoint is exemplified in the versioned staged model of Bennett and Rajlich [4] in Fig. 1 as it only contains one stage of “Initial Development” (top left), with no change process (vertices) affecting the included artifacts.

As the analogy above demonstrates, this viewpoint is probably not correct. When drawing up a plan, an architect does not only draw a single version. He or she starts with a first version, modifies it, and plays around with it. Several versions are assessed and, finally, discussed with the customer. The plans are, in addition to that, revised when the bridge (...) is changed later on.

The same holds for our specification documents. They form the basis for incrementally pinning down the most important requirements (and eventually ongoing refinement steps). As already addressed in [9, p.243], only when kept up to date during evolutionary changes, specifications act as valid sources for comprehension activities. In the last years, our research group investigated a lot of software systems and specification documents, and we were able to demonstrate that the situation is not so trivial as assumed. In [10, p.77] it is then demonstrated that

there is also evolution before the birth of the running version of the software system.

The advances of continuous integration environments [12] and measurement approaches [13], [14] motivated us to take a closer look at properties of other types of documents, too. It turned out that the correlations between our specification documents and the related pieces of software code are high enough to allow for precise predictions. In recent works [15], [16] the feasibility of confidently predicting software measures based on specifications has been demonstrated. The correlations found between the different size-, structure-, and
Fig. 2. A refined and extended version of the versioned stage model of Bennett and Rajlich [4] and Bollin [10, p.78]. Starting with a first set of initial requirements several versions of documents are created. Requirements are refined, and formal specifications are (among other design documents) also changed and modified. When the design is fixed, development is about to begin. Due to evolutionary changes after this phase, the existing documentation – including specifications and design documents – is (and has to be) changed, too. In addition to that, there are a lot of dependencies and correlations (referred to as “Relations”) between parts of the documents. The form the basis for assessment activities and allow for estimates and predictions. The term “evolutionary change of a formal specification” is used in a rather general sense. Apart from the classification of system types of Lehman [11], the figure illustrates that essential changes might happen to documents before and after delivery.

Fig. 2 now tries to exemplify these issues for the initial and evolutionary versions of the software. In this figure the original model of Bennett and Rajlich [4] has been extended by refining the boxes of the evolutionary versions. Documents and requirements have been added so that formal specifications are made explicit (as they do belong to the set of necessary documents). They are, depending on the changing requirements, also changed. The major difference is that these changes either happen before one has a first running version of the software or afterwards.

Another extension to the original model was to make the different relations between the documents even more visible. The relations are added to the figure on a very abstract level intentionally, pictured as dashed lines between the document boxes in Fig. 2. Relations, of course, can be available explicitly due to a descriptive text or the use of bug or issue tracking systems (where unique tokens or identifiers bind them together). But, they can also be hidden or unknown to the developer(s), like assumed correlations between the different quality or size-based measures which have to be calculated explicitly for the involved documents.

IV. IMPLICATIONS

The implications of this (refined) picture are manifold and should be considered when using different types of documents in the software development life-cycle:

- Suitable size- and quality-based measures should be defined. This ensures that changes in the various documents – including formal specifications – can be detected and assessed. The measures introduced in the studies mentioned above are just an example of how it could be done for a specific specification language. For other languages the ideas can be reused. It might also be necessary to define new measures. However, the crucial point is that there is a measurement system around.

- Points of measurement should be introduced at every change/refinement loop. This ensures that the effects of changes can be assessed, and that the further direction of the development can be steered. By making use of a measurement system one is at least on the safe side.
The terms “Fixed Design and Documentation” just designate the conceptual border between the initial development phase and the first running version. Nevertheless, changes to the documents happen before and after this milestone in the project (as evolution is about to begin). The previously introduced measure points should also be defined for the evolutionary phases, and measures should be collected during all the evolutionary changes and servicing activities (influencing the documents and specifications).

Basically, the extended model of software evolution makes one property of specifications (and other documents) explicit: they are no exception to aging. But, there are always a lot of relations we can count on. With this, it is obvious that measures, at the right point and extent, help in answering the question of what happened and, eventually, of what can be done for preventing unwanted deterioration effects.

The results of this contribution are interesting insofar as it turned out that, for the full benefits of a rigorous software development process, it makes sense to permanently take care of the quality of all the underlying document(s).
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